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Introduction

This document provides a detailed, start-to-finish guide for setting up and using the Interactive Brokers (IB)
API through IB Gateway, with particular focus on:

Installation and configuration of IB Gateway for API use.

Setting up the TWS API in Python.

Retrieving real-time market data (including options and implied volatility).
Placing trades programmatically (especially options contracts).

Managing risk, positions, and accounts.

Daily operational tasks (restarts, re-authentication, logs, error handling).

Best practices for integrating with an AI/ML pipeline (e.g. LSTM+DQN).

While Trader Workstation (TWS) and IB Gateway are essentially identical from the perspective of the TWS
API, IB Gateway is often preferable for systematic trading because it is lighter weight, more easily supports
auto-restart, and can run in headless modell]
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2.1

2.2

IB Gateway Setup and Configuration

Account Requirements

. IBKR Pro Account: You must have a funded IBKR Pro account. Make sure to enable options

trading permissions and subscribe to relevant market data (e.g. OPRA for US options, any additional
exchange data for the underlying stocks, etc.).

Paper Trading: For development and testing, it is strongly recommended to use the Paper Trading
environment. You can enable a Paper Trading account via Account Management once your live account
is funded ]

Downloading IB Gateway

Visit https://www.interactivebrokers.com/|and navigate to the software download section
for IB Gateway.

You will typically see two versions: Stable (recommended in production) and Latest. Choose whichever
is appropriate, but ensure your TWS API version aligns with the IB Gateway version to avoid conflicts.

1See the official IBKR TWS API documentation for further references.
2Paper Trading is essential to avoid risking real funds while building and debugging your strategies.


https://www.interactivebrokers.com/

2.3 Launching IB Gateway

1. After installation, run IB Gateway. You will see a login window.

2. Enter your IBKR username and password. If you want to connect to Paper Trading, check “Paper”
on the login screen.

3. Upon successful login, IB Gateway runs in the background, exposing a local (or remote) socket for
TWS API access.

2.4 Key IB Gateway Settings for the API
Open the Configure menu in IB Gateway, then select:

e Settings — API — Settings:

Enable ActiveX and Socket Clients: Must be checked for socket-based (Python, Java, C++,
etc.) TWS APL

— Read-Only API: Uncheck if you want to place trades.
Socket Port: Default often 4001 or 4002 for IB Gateway. You can change it if needed.

Allow connections from localhost only: If you run your Al code on the same server as IB
Gateway, leave this checked. If you want to connect remotely, uncheck it and specify trusted IP
addresses.

e Settings — API — Precautions:

— If you do not want IB Gateway to prompt for certain order confirmations, enable “Bypass Order
Precautions for API orders.”

— This is optional; some users prefer to keep safety warnings.
e Auto-Restart & Locking:

— IB Gateway can be configured to auto-restart daily. This is recommended for 24/7 algorithmic
use, because IBKR servers expect a daily reset.

— A weekly re-authentication is still required unless you request an exception from IBKR. This
process cannot be bypassed without approval.

2.5 Memory Allocation

If your project requires streaming large amounts of market data (e.g. many option chains), increase memory
allocation in IB Gateway’s configuration (under Configure — Settings — Memory Allocation). For
example, set 2048 MB or 4096 MB if you have enough system RAM.

3 Installing and Matching the TWS API
3.1 Download TWS API Files

1. From https://interactivebrokers.github.io/ (IBKR’s official GitHub pages), download
the TWS API stable or latest .MSI (Windows) or .ZIP (Mac/Unix).

2. Unzip or install to a known folder (e.g. C:\TWS_APT on Windows). This contains source code, samples,
and language-specific client libraries.


https://interactivebrokers.github.io/

3.2 Python ibapi Module Setup
1. Go to the source/pythonclient directory in the TWS API folder.

2. Run python3 -m pip install . (or python setup.py install) to install the ibapi pack-
age into your environment.

3. Verify via python3 -m pip show ibapi.

3.3 Ensuring Version Compatibility

e IB Gateway version and TWS API version should closely match (e.g. if IB Gateway is 10.28, ideally
TWS API is 10.28). Mismatched versions can still work in many cases, but it is best practice to keep
them in sync.

4 Establishing an API Connection (IB Gateway)

4.1 Basic Connection Flow (Python Example)

The IB Gateway listens for socket connections on the configured port (e.g. 4002). A typical Python script
looks like:

from ibapi.client import EClient
from ibapi.wrapper import EWrapper

class MyWrapper (EWrapper) :
# Implement EWrapper methods here to receive data or errors
pass

class MyClient (EClient) :
def __init__ (self, wrapper):
EClient.__init__ (self, wrapper)

class MyApp (MyWrapper, MyClient):
def _ init_ (self):
MyWrapper.__init__ (self)
MyClient.__init__ (self, wrapper=self)

if name == "__main__":

app = MyApp ()

# Connect to IB Gateway (127.0.0.1 if Gateway is local)
app.connect ("127.0.0.1", 4002, clientId=101)

# The .run() method begins the message processing loop:
app.run()

Note:

e If IB Gateway and the script run on different machines, specify the actual IP and ensure that IP is in
the Gateway’s “Trusted IPs” list.

e clientId can be any integer. Use a unique one if you connect multiple apps.

4.2 EClient, EWrapper, and EReader Architecture

e EClient is how your code sends requests to IB Gateway.

e EWrapper is how your code receives asynchronous callbacks from IB Gateway. For example, stream-
ing data arrives in tickPrice or tickOptionComputation.

e An internal EReader thread processes raw socket messages in the background once app.run () is
called.



5 Market Data: Streaming Live and Tick-By-Tick

5.1 Market Data Subscriptions
e IBKR requires that you subscribe to each market’s data (e.g. NYSE for equities, OPRA for options).

e Without a subscription, your data calls may be delayed or rejected.

5.2 Requesting Live Streaming Data (regMktData)

from ibapi.contract import Contract

def USStockContract (symbol) :
c = Contract ()

c.symbol = symbol
c.secType = "STK"
c.exchange = "SMART"
c.currency = "USD"
return c

class MyApp (MyWrapper, MyClient) :

def startStreaming(self):

# 1 = live data, 2 = frozen, 3 = delayed

self.regMarketDataType (1)

self.regMktData (1001,
USStockContract ("AAPL"),
genericTickList="",
snapshot=False,
regulatorySnapshot=False,
mktDataOptions=[])

def tickPrice(self, reqld, tickType, price, attrib):
print ("TickPrice:", reqld, tickType, price)

When snapshot=False, you receive continuous updates, arriving in callbacks like t ickPrice, tickSize,
tickString, etc.

5.3 Tick-by-Tick (reqTickByTickData)
e IBKR introduced reqTickByTickData for real-time, actual ticks (vs. aggregated).

e Currently not available for live options (only historical). For equities, it can stream real-time tick-by-
tick.

6 Options Data and Implied Volatility (Core for LSTM+DQN)

6.1 Defining an Option Contract

def USOptionContract (symbol, expiry, strike, right):
c = Contract ()

c.symbol = symbol

c.secType = "OPT"

c.exchange = "SMART"

c.currency = "USD"

c.lastTradeDateOrContractMonth = expiry # e.g. "20240621"
c.strike = strike

c.right = right # "C" or "P"

c.multiplier = "100"

return c



6.2 Streaming Implied Volatility and Greeks

When you call regMktData on an option, IB Gateway will stream implied volatility and greeks via the
callback tickOptionComputation:
def startOptionData (self):

opt = USOptionContract ("AAPL", "20240621", 200, "C")
self.regMktData (3001, opt, "", False, False, [])

def tickOptionComputation(self, reqlId, tickType, tickAttrib,
impliedvol, delta, optPrice, pvDividend,
gamma, vega, theta, undPrice):
print (f" [OptionDatal regld={reqId} IV={impliedVol}, Delta={delta}, "
f"Gamma={gamma}, Vega={vegal}, _Theta={theta}, "
f"OptPrice={optPrice}, UndPrice={undPrice}")

Note: To stream IV data consistently, you must have the options subscription (OPRA) and the underlying
subscription for that equity.

6.3 Theoretical Option Price / IV Calculation

You can also compute your own implied volatility or theoretical option price by calling:
e calculateImpliedvVolatility (reqId, Contract, optionPrice, underPrice, [])
e calculateOptionPrice (reglId, Contract, volatility, underPrice, [1)

These also return data through the tickOptionComputation callback with a distinct tickType.

7 Placing Orders Through IB Gateway

7.1 Basic Order Submission

To place a trade, create a Contract and an Order, then call placeOrder (orderId, contract,
order):

from ibapi.order import Order

def makelLimitOrder (action, quantity, limitPrice):
o = Order ()

.action = action # "BUY" or "SELL"

.orderType = "LMT"

.totalQuantity = quantity

.ImtPrice = limitPrice

return o

O O O O

def placeOptionBuy (self) :
# Suppose you want to buy 1 AAPL Call
c = USOptionContract ("AAPL", "20240621", 200, "C")
order = makeLimitOrder ("BUY", 1, 5.00)
self.placeOrder (self.nextOrderId, c, order)
self.nextOrderId += 1

Key points:

e Manage an orderId by storing the integer from the nextValidId callback that IB Gateway sends
on connection.

e Implement the orderStatus / openOrder callbacks to track fills, partial fills, etc.

7.2 Advanced Orders
e IB supports bracket orders, OCO (One Cancels the Other), multi-leg combos, etc.

e For an Al-driven options strategy, bracket orders can automatically set a stop loss and profit target.



8 Risk Management & Account Monitoring

8.1 Account and Portfolio Data

e Account Summary: Use regAccountSummary for high-level info (Net Liquidation, Excess Liquid-
ity, Realized P&L, etc.).

e Account Updates: Use regAccountUpdates to get updates and positions every few minutes or
upon position changes.

e Positions: Use regqPositions or parse updatePortfolio.

These let you see margin usage, daily P&L, and more. A robust trading bot should check these values
regularly.

8.2 Margin & What-If Orders

For advanced margin checks, use what If mode to see predicted margin changes before placing large or risky
trades. If your Al logic initiates large options spreads, verifying margin sufficiency is critical.

9 Integration with LSTM-+DQN (or Similar AT) Models

9.1 High-Level Architecture
1. Historical Data for Training:

e Use regHistoricalData or external data sources to build a training dataset.
e Train your LSTM+DQN model offline, capturing relevant state inputs (prices, volume, implied
volatility, greeks, etc.).

2. Live Execution Flow:

(a) Subscribe to real-time data with regMktData.

(b) On each data update (or time step), feed the new price and implied volatility data into your
neural network model (the LSTM).

(¢) The Q-learning or PPO policy outputs an action (e.g. buy call, sell put, hold).

(d) Place the corresponding order if your risk checks pass.
3. Stateful Management:

e Store your model’s hidden state (for LSTM) in memory between time steps.

e Log each decision, reward, or P&L to further refine or retrain your DQN/PPO model.

9.2 In-Code Integration Example (Pseudocode)

class AIDrivenGatewayBot (MyWrapper, MyClient) :
def _ init_ (self, lstm_model):

MyWrapper.__init__ (self)
MyClient.__init__ (self, wrapper=self)
self.model = lstm_model
self.nextOrderId = None
# Keep track of last price/IV, etc.
self.last_price = None
self.last_iv = None

def nextValidId(self, orderId):
self.nextOrderId = orderId
# Start data requests



self.regMarketDataType (1)
opt = USOptionContract ("AAPL", "20240621", 200, "C")
self.regMktData (3001, opt, "", False, False, [])

def tickOptionComputation(self, reqld, tickType, tickAttrib,
impliedvol, delta, optPrice, pvDividend,
gamma, vega, theta, undPrice):
self.last_iv = impliedVol
# Possibly also store other greeks
self.run_ai_model ()

def tickPrice(self, reqld, tickType, price, attrib):
self.last_price = price
self.run_ai_model ()

def run_ai_model (self):
# Suppose we only run the model if we have both price & IV
if self.last_price is not None and self.last_iv is not None:
# LSTM+DQON logic to get action
action = self.model.get_action(self.last_price, self.last_iv)
if action == "BUY_CALL":
self.execute_buy_call()
def execute_buy_call (self):
if self.nextOrderId is None:
return
contract = USOptionContract ("AAPL", "20240621", 200, "C")
order = makeLimitOrder ("BUY", 1, 5.00)
self.placeOrder (self.nextOrderId, contract, order)
self.nextOrderId += 1

This simplified example calls run_ai model () whenever new data arrives, grabs an action from the
LSTM+DQN, and places an order if needed.

10 Daily Operations with IB Gateway
10.1 Auto-Restart

e Under Configure — Settings in IB Gateway, set an auto-restart time (e.g. 23:45 local time).

e The gateway will automatically shut down and restart, requiring a new connection from your Python
code. If you want to keep the app always running, build in reconnect logic.

10.2 Weekly Re-Authentication

By default, IB Gateway requires manual login once per week. You have to manually log in again or request
an exception for IB Gateway (if your account qualifies). During this period, the bot is offline unless you
physically re-enter credentials or have an exemption.

11 Logs, Diagnostics, and Support
11.1 Creating API Message Logs

e InIB Gateway’s APT Settings, enable Create API message log file torecord raw API mes-
sages.

e For deeper debugging, also set Logging Level = Detail.



11.2 Error Handling in Code

e Implement error (self, reqld, errorCode, errorString) in your EWrapper to handle
run-time errors from IBKR.

e Common error codes can indicate pacing limit issues, invalid contract details, or insufficient margin.

12 Pacing Limits and Best Practices

e IBKR enforces pacing limits (requests per second). Typically, you can only send up to half your “max
market data lines” worth of requests each second.

e If you need data for many tickers/option chains, be mindful not to oversubscribe.

e Use cancelMktData when subscriptions are no longer needed.

13 Historical Data for AT Model Training

13.1 Retrieving Historical Data

If you plan to train your LSTM+DQN or other RL model, you may need historical time-series data (OHLC,
volume, or options greeks).

e regHistoricalData can fetch candles of various durations.
e IB Gateway imposes daily/monthly max requests. Retrieve data in segments.

e For large-scale historical data, you may consider third-party data vendors.

13.2 Data Quality Checks

e IBKR’s historical data for options may have shorter coverage than for equities.

e Always confirm availability (some expiry dates or strikes might not have full data in IB’s servers).

14 Example End-to-End Bot Skeleton

Below is a more comprehensive skeleton merging many of the concepts:

import threading

import time

from ibapi.client import EClient
from ibapi.wrapper import EWrapper
from ibapi.order import Order

from ibapi.contract import Contract

def makelLimitOrder (action, quantity, limitPrice):
o = Order ()

.action = action

.orderType = "LMT"

.totalQuantity = quantity

.ImtPrice = limitPrice

return o

O O O O

def USOptionContract (symbol, expiry, strike, right):
c = Contract ()

.symbol = symbol

.secType = "OPT"

.currency = "USD"

.exchange = "SMART"

.lastTradeDateOrContractMonth = expiry

Q Q00



c.strike = strike
c.right = right
c.multiplier = "100"
return c

class LSTMDQNModel:
def decide(self, price, iv):
# Placeholder logic: buy if price < 180 & iv < 0.3
if price < 180 and iv < 0.3:
return "BUY_CALL"
else:
return "HOLD"

class AIDrivenGatewayBot (EWrapper, EClient):

def _ init_ (self, ai_model):
EClient._ _init_ (self, self)
self.ai_model = ai_model

self.nextValidOrderId = None
self.latest_iv = None
self.latest_price = None

def error(self, reqld, errorCode, errorString):
print ("Error:", reqld, errorCode, errorString)

def nextValidId(self, orderId):
print ("NextValidId received:", orderId)
self.nextValidOrderId = orderId
self.request_data()

def request_data(self):
self.regMarketDataType (1) # I=I1ive
optContract = USOptionContract ("AAPL", "20240621", 200, "C")
self.regMktData (101, optContract, "", False, False, [])

def tickPrice(self, reqld, tickType, price, attrib):
self.latest_price = price
self.evaluate_ai_decision()

def tickOptionComputation(self, reqld, tickType, tickAttrib,
impliedvol, delta, optPrice, pvDividend,
gamma, vega, theta, undPrice):
self.latest_iv = impliedVol
self.evaluate_ai_decision()

def evaluate_ai_decision(self):
if self.latest_price is not None and self.latest_iv is not None:
action = self.ai_model.decide(self.latest_price, self.latest_iv)
if action == "BUY_CALL":
self.buy_option_call ()

def buy_option_call (self):
if self.nextValidOrderId is None:
return
contract = USOptionContract ("AAPL", "20240621", 200, "C")
order = makeLimitOrder ("BUY", 1, 5.00)
self.placeOrder (self.nextValidOrderId, contract, order)
self.nextValidOrderId += 1

def run_loop (app) :
app.run()

if _ name_ == "_ _main_ ":
model = LSTMDQNModel ()
bot = AIDrivenGatewayBot (model)
# Connect to IB Gateway on port 4002
bot.connect ("127.0.0.1", 4002, clientId=202)
thread = threading.Thread (target=run_loop, args=(bot,), daemon=True)
thread.start ()



# Let it run for 120 seconds
time.sleep (120)
bot .disconnect ()

15 Daily and Weekly Maintenance (IB Gateway)

15.1 Auto-Restart Configuration

e In IB Gateway, Configure — Settings — Lock and Exit, set an auto-restart time. IB Gateway
will exit and restart each day, re-logging in if you have saved credentials.

e After each restart, your bot’s socket connection drops, so you must handle reconnect logic. Typically,
that means a system service that restarts your Python app or continuously tries to connect.

15.2 Weekly Re-Authentication

e IBKR will require re-auth once per week by default. You have to manually log in again or request an
exception for IB Gateway if eligible.

e During this time, the bot is offline unless you physically re-enter credentials or have IBKR’s exemption.

16 Conclusion and Key Takeaways

1. IB Gateway Setup: Lighter than TWS, recommended for headless or production usage. Enable the
API, set auto-restart, and monitor logs.

2. Real-Time Data & Options IV: Use regMktData on an option contract to receive implied volatil-
ity, greeks, and last prices.

3. Orders: Build a Contract and Order (limit, market, bracket, etc.), then submit with placeOrder.

4. Risk and Account Monitoring: regAccountUpdates or regAccount Summary for margin, net
liquidation, and positions.

5. AI Integration (LSTM+DQN/PPO):

e Train your model with historical data (internal or reqHistoricalData).
e Use real-time streaming data to feed your model’s inference step.
e Place trades based on the model’s signals, with thorough risk checks.

6. Operational Considerations: Auto-restart daily; manual weekly login (unless you get an exemp-
tion). Pacing limits also apply, so avoid sending too many requests.

7. Logs & Debugging: Keep the error () callback well-logged, enable API logs for deeper insight,
and handle occasional disconnections or server reboots.

By following these steps and referencing the official IBKR TWS API documentation, you can build
a robust, fully automated, Al-driven options trading bot using IB Gateway. This includes retrieving live
data, implied volatility, placing complex orders, and integrating advanced reinforcement-learning models like
LSTM+D@N or LSTM+PPO.
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